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Abstract

This internship offers to design and implement a structure-aware diff tool for C pro-
grams. It will take place in the Whisper team of Inria Paris – LIP6, located at University
Paris 6, and will be supervised by Pierre-Évariste Dagand (Cnrs).

The diff and patch programs figure predominantly in the programmer’s toolbox. Given
two text files, diff computes their line-by-line difference, i.e. it identifies the lines which were
inserted, deleted or modified. Formally, it amounts to computing the longest common sub-
sequence of two lists of strings [1, 2] or, dually, computing the edit distance [3, 4, 5]. Given
a difference between two files, the patch program replicates its effect on the source input.
Abiding by the Unix philosophy, these programs work on unstructured text files. As a result,
they are efficient and widely applicable. However, on source code for instance, these tools
cannot exploit the syntactic structure of programs to compute fine-grained changes, such as
variable renaming or reordering of conditional statements.

With the advent of distributed version control systems (such as Git or Mercurial), the role
of patch has been extended to encompass line-based merging of differences: in this context,
developer Alice records her changes, which she sends to developer Bob who may have made
local changes to the same file. patch must therefore apply the difference to a slightly different
origin. Such an operation may fail if changes are conflicting. The granularity of the difference
is crucial here: for example, if the unit of change is the whole line then independent edits
on the same line will induce a (spurious) conflict. Distributed version control systems also
had an influence on the programmers’ workflow. For instance, it becomes humanly feasible to
concurrently maintain several branches of the same software, each evolving at different pace.
The Linux kernel thus have a main branch (-next) and a “long term” branch (-stable) to
which only bug fixes are back-ported [6, 7]. However, these bug fixes may not apply directly:
one then needs to modify them. In effect, the kernel developers end up programming in patches.

It thus becomes particularly tempting do compute differences on structured data [8] rather
than mere lines of text. This idea has been applied in several tools, with some interesting
large-scale applications [9, 10].

Internship objectives: Recently, colleagues at Utrecht University set out to develop a math-
ematical theory of differences and their merging semantics [11]. The goal of this project is to
provide a canonical representation for differences and an abstract specification of the patch
operation. This internship aims at exploring the impact of these early theoretical results on a
concrete use-case: performing structured diff on C code. Our objective is two-fold: first, we
wish to strengthen our confidence in the theoretical model by applying it on a non trivial ex-
ample; second, we wish to guide the development of the theory through the constraints that
arise in practice. In particular, we are interested in developing a theory that scales by construc-
tion. To this end, we should apply our methodology at the Linux kernel scale. We should also
precisely characterize the complexity of our underlying algorithms. Depending on time and
the student’s interest, we would like to apply such a tool to implement a structured blame [12]
and/or provide an interactive tool for programming in patches [13, 14].

Student’s profile: We are looking for a student interested in algorithms, language design and
mathematical abstractions (in particular, curiosity toward category theory). Acquaintancewith
a functional programming language (Scheme, OCaml, or Haskell) is strongly recommended.
This work is funded by the Émergence(s) program of the City of Paris, thanks to which we can
offer a stipend ( “gratification”) for the duration of the internship.
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